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Abstract: In this paper we present current state of principles and applications in static and 
dynamic weaving. We are concentrating on static weaving in AspectJ and dynamic weaving 
in PROSE - PROgrammable extenSions of sErvice. The contribution of this paper is in 
analyses of both approaches to weaving which we aim to apply as essential mechanisms 
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1 Introduction 

As a complexity of software systems grows, the need for advanced methods and 
tools of their specification and the development is the task of the high importance. 
Object oriented programming (OOP) has increased the productivity of systems 
rapidly. Benefits of object orientation include support for modular design, code 
sharing, and extensibility [15]. Object orientation has enabled using inheritance 
and polymorphism in sence of Strachey's original definition of polymorphism 
[16]. However, the key issue in application of object approach is that it is not 
sufficient for crosscutting concerns. 

One of the fundamental principles of the software engineering is a principle of 
separation of concerns. 

A concern is a particular goal, concept, or area of interest, it means that it is in 
substance semantical concern. From the structural point of view a concern may 
appear in source code as [4]: 
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• A component, if it is cleanly encapsulated in building block of 
the programming language. 

• An aspect, if it cannot be cleanly encapsulated in any construct 
of the programming language. 

Components are structuraly compact (core) concerns, aspects are properties that 
crosscut components and tend to affect component performance and semantics.  

A general software system in OOP is composed by multiple core and crosscutting 
concerns. Core concerns are crosscutted by secondary (crosscutting) concerns and 
thus source codes become less clear. This problem has been solved by a new 
aspect oriented paradigm which overcame the consideration of a concern as 
inevitably beeing described in component module. 

Aspect oriented programming (AOP) [1, 2, 3, 5, 6, 13, 14] enables to represent a 
concern by an aspect which is semantically tangled or scattered. In this sence AOP 
paradigm extends OOP paradigm and AspectJ extends Java. 

Since the design of programs created by AOP should be easier, source codes 
should be more transparent and so maintaining of programs should be without 
radical problems.  

According to [5], AOP support can be added to languages that are not only object-
oriented, so if AOP is added  to a procedural language, the constructs that crosscut 
block structure of procedural programs must be added. AOP support can be added 
also to functional languages [12].  

This paper is structured as follows: In section 2 AOP terminology is presented. In 
section 3 general information about static and dynamic weaving is presented.  
Section 4 deals with AspectJ framework and PROSE platform. 

2 Aspect-oriented Principles 

In aspect oriented programming an object oriented language is exploited, as a 
basis which is extended by aspect features, forming an aspect language. These 
features consist essentially of: pointcut designators and advices. 

A pointcut is a term given to the points of execution in the application at which a 
cross-cutting concern needs to be applied. Base on this selection term a group of 
join points is selected which is related to the concern. 

A join point is a well-defined point in the base program (component language) 
that can be modified by an aspect. Join points may include calls to a method, a 
conditional check, a loop's beginning, or an assignment. They have a context 
associated with them. 
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An advice is an additional code which is executed at join points that are selected 
by corresponding pointcut. Advices in general can be executed before, after, or 
around the join point. 

An aspect is a combination of the pointcut and the advice. Hence, an aspect 
module encapsulates one or more crosscutting concerns. Aspect oriented 
language, such as AspectJ is a base unit of modularization as classes in Java and 
enables static or dynamic crosscutting.  

Static crosscutting enables inserting declarations of additional attributes, 
additional methods and additional constructors into existing classes. It is not 
important where an insertion is performed, because this additional properties can 
be inserted somewhere into the class declaration. 

In dynamic crosscutting it is very important, where additional behavior is added. 
New behavior is inserted in well-defined points - join points, which are defined by 
pointcuts as mentioned before. 

Separated crosscutting concerns are mutually woven by a specialized compiler 
extended by a weaver. The weaving can be static or dynamic which depends on 
when the weaver weaves. If weaving is performed before compiling, it is static 
weaving, if it is performed after compiling, it is dynamic weaving. 

Of course dynamic weaving can be performed just after compiling since it is 
performed in run-time. 

Masive expansion of the aspect oriented software development can bring new 
possibilities to systems engineering. 

3 Approaches to Weaving 

Some approaches to weaving can be found in [1, 2, 3, 6]. Essentially weaving acts 
as a composition mechanism for merging of a new aspect with an original system 
to produce a system with a new semantics. Hence, weaving is a process of 
composition performed practically by an aspect weaver. An original system (its 
code) is affected by the aspect weaver automatically. 

3.1 Static Weaving 

According to [6], static weaving means the modification of the source code of a 
class by inserting advice - aspect specific statements at selected join points. 
Advice code is inserted into classes. The result is a highly optimized woven code 
whose execution speed is comparable to that of code written by traditional 
methodologies (without AOP or related techniques). There is one disadvantage in 



M. Forgáč et al. 

Static and Dynamic Approaches to Weaving 

 ░ 204 

static weaving – it makes difficult to later identify aspect-specific statements in a 
woven code. As a consequence, adapting or replacing aspects dynamically can be 
time-consuming or not possible at all. 

In static weaving, compile-time approaches are used. The code of the original 
application can be composed with the aspect code and a result is a new code that 
includes additional functionality. This approach uses pre-processing or integrates 
the aspect weaver and the source compiler. Compile-time AOP produces well-
formed programs, since the resulting code must pass a compiler. Therefore only 
few additional checks must be performed at run-time. The compiler may even 
optimize the result code, leading to improved performance [2]. 

This type of weaving is represented for example by AspectJ, AspectC, 
AspectC++, HyperJ. The application of static weaving in AspectJ language will be 
presented in more details in section 4. 

3.2 Dynamic Weaving 

Dynamic weaving is performed in load-time or run-time [1]. These approaches 
allow modification of a program while it is running. 

Load-time approaches as Binary Component Adaptation and Java Object 
Instrumentation Environment allow transforming an application at load-time. 
They replace the class loader of a Java Virtual Machine and change the classes at 
load-time. 

Java defines its semantics in terms of bytecodes that can be interpreted by an 
appropriate bytecode interpreter – the Java Virtual Machine (JVM). A 
straightforward run-time approach to AOP for Java is to locate the support for 
weaving and unweaving aspects directly in the JVM. JVM must provide an 
interface for weaving aspects at run-time which name is Java Virtual Machine 
Aspect Interface (JVMAI). But another approaches are possible too [1, 2, 3]. 

Four requirements are presented for efficient dynamic weaving for Java in [2]. 

These requirements are as follows: 

• Efficiency under normal operations (no woven aspects) 

• Secure and atomic (in the same time) weaving 

• Efficient advice execution 

• Flexibility 

A potential drawback of dynamic AOP is the performance overhead. In addition, 
dynamic AOP may be insecure since it can allow weaving of malicious advice [2]. 
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A complex system created by dynamic weaving could behave as a live organism 
which could change its properties during its life. This issue relates to Genetic 
algorithm [7,11]. 

Dynamic weaving is applied for example by TinyC, Java Aspect Component, 
PROgrammable extenSions of sErvice (PROSE). This type of weaving can be 
used for example in Real-Time systems [9,10]. 

4 Application of Weaving in Aspect Oriented 
Programming 

In this section we will present essential representatives of static weaving – AspectJ 
and dynamic weaving - Programmable extensions of service (PROSE). AspecJ 
extends a component language with new constructs, but in PROSE aspects are 
expressed with a component language. The component language in both cases is 
Java. 

4.1 AspectJ 

AspectJ integrates specification and implementation AO framework. According to 
[5], AspectJ is designed as a compatible extension to Java. The following 
properties are meant to be compatible: 

• Upward compatibility: All legal Java programs are legal 
AspecJ programs. 

• Platform compatibility: All legal AspectJ programs run on 
standard Java virtual machines. 

• Tool compatibility: It is possible to extend existing tools to 
support AspectJ in a natural way (IDEs, documentation tools, 
design tools). 

• Programmer compatibility: Programming with AspectJ feels 
like a natural extension of programming with Java. 

AspectJ extends Java with support for two kinds of crosscutting implementations 
[5]. It makes possible to define an additional implementation to run at certain 
well-defined points in the execution of a program (dynamic crosscutting) and it 
enables to define new operations on existing types (static crosscutting). 

Core constructs of  AspectJ are join points, pointcuts and advices. 

Join points are well-defined points in the program’s execution. The dynamic join 
points of AspectJ, which are used for dynamic crosscutting, are: 
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• method and constructor call 

• method and constructor call reception 

• method and contructor execution 

• field get and set 

• exception handler execution 

• class and object initialization 

Pointcuts select sets of join points and optionally some of the values in the 
execution context of those join points. 

Join points are not selected separately but by pointcuts designators (anonymous or 
named user-defined). 

 
Figure 1 

Generalized scheme of static weaving 

An advice is a language construct which declares that certain code should be 
executed at each of the join points in a pointcut. AspectJ supports before, after, 
and around advices. It means that pointcut and advice determine weaving rules. 

Aspect is a modular unit of crosscutting implementation. Aspect declarations may 
include pointcut declarations, advice declarations and other kinds of declarations 
permitted in class declarations. 

Opposite to dynamic crosscutting which requires exact location of advice code, 
static crosscutting covers member introduction and class hierarchy modification 
for which it is not important where it will be located in class exactly [5, 8]. 

In Fig. 1 a generalized scheme of static weaving is exposed. In the current version 
of AspectJ (in compile-time weaving), weaver and compiler are integrated 
together into ajc compiler/weaver. Thus the weaver, the woven code, and the 



5th Slovakian-Hungarian Joint Symposium on Applied Machine Intelligence and Informatics 

January 25-26, 2007   ░   Poprad, Slovakia 

 207 ░

compiler in Fig. 1 could be figured as one modul. Ajc compiler/weaver compiles 
source codes (classes and aspects) and produces woven class files. The invocation 
of the weaver is integrated into the ajc compilation process. 

But another approaches as post-compile weaving (also called binary weaving), 
and even load-time weaving are in AspectJ possible too. 

4.2 PROSE 

PROSE is a generic platform for software adaptation by aspect oriented paradigm 
[3]. Dynamic AOP extends the original notion of AOP by allowing weaving at 
load or run time. This platform has been developed for several years, so previous 
versions of PROSE explored the issue of dynamic AOP (interception through the 
Java Virtual Machine Debugger Interface (JVMDI) and Just-in-time (JIT) based 
weaving), current version represents complete and flexible adaptation platform. 

The first version of PROSE used the Java Virtual Machine Debugger Interface 
(JVMDI) to convert join points into stop points. Once the application had been 
stopped, the advice was executed externally to the application although the advice 
had access to the context where it was being executed (e.g., stack frames, calling 
parameters for methods, etc.) [1,3]. 

The second version of PROSE extended this model by giving the option of, 
instead of using the debugger, using the baseline JIT compiler. The idea was to 
weave hooks into the application at native code locations that correspond to all 
potential join points. When executed, the hooks determine whether an advice 
needed to be invoked for that particular join point and called the advice [2,3]. 

Current version supports different forms of weaving: stub weaving and advice 
weaving. These forms are combined to give the ability to fine tune trade-off 
between performance and flexibility in the adaptation. 

PROSE aspect language is very similar its component language – Java. All aspects 
extend relevant base classes. An aspect may contain one or more crosscuting 
objects, which correspond to pointcuts and an associated advice in AspectJ. A 
crosscut object defines an advice method and a pointcut method which defines a 
set of join points where the advice should be executed. 

PROSE currently supports the following set of join points [3]: 

• Method boundaries: Encompassing method entry and exit 
(extending application by adding new functionality). 

• Method redefine: Replacing method bodies (changing to the 
current behavior). 

• Field access and modification: Tracking acess to variables. 
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• Exception join points: Including exception catch and throw. 

The architecture of PROSE is divided into AOP engine layer and execution 
monitor layer, as is shown in Fig. 2. 

The AOP engine accepts aspects and transforms them into join point requests. It 
activates the join point requests by invoking methods for the execution monitor. 
The bytecode advice weaver module is responsible for the bytecode manipulations 
and the methods instrumentation. When the program execution reaches one of the 
activated join points, the execution monitor notifies the AOP engine which then 
executes the advice. 

 
Figure 2 

PROSE stub and advice weaving architecture 

Conclusions 

At this point of our research we are starting with a new method for automatic 
construction of software evolution driven by rules. The idea comes not just from 
the specification methods exploiting predicate and temporal logic, but also from 
the idea of AOP. In this paper we have been concentrated on weaving because as 
we feel it is not just the mechanism for composition of crosscutting concerns – 
aspects but it represents also a human activity while programming software 
systems. To be able to perform this composition driven by rules automatically, the 
detailed analysis of weaving mechanism is needed. This paper is a particular 
contribution and a step to further research in this area. 
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